The validation of the course will rely on the homework and a personal work presented in a written report and an oral presentation. This personal work can be a the presentation of a research article or a software project using CGAL.

- **Homework.**
  A homework sheet will be given at the end of the four first lectures, and must be completed for the next friday.

- **Research papers**
  A list of research papers will be available on the web site November 1st. Each student must prepare
  — A presentation (12 mn+questions) of a research paper

You have to choose your article/project before November 15th (by mail to Olivier.Devillers@inria.fr). Please synchronize, two students are not allowed to choose the same paper.
Research papers for presentations


Software projects

Note regarding the graphic interface:

- Start from the CGAL demo of the Triangulation_2, and replace the action done by one of its buttons by the action requested for the project. This is easier than trying to add a new button.

1 Software project: Crust

The algorithm (see lecture ‘Reconstruction’) is the following:

Input: $S$ a set of $n$ points in the plane.
Output: A set of line segments between points of $S$.

- Let $V$ be the set of vertices of the Voronoi diagram of $S$
- Compute $\text{Del}(V \cup S)$
- Output the edges of $\text{Del}(V \cup S)$ between two points of $S$

1.1 Static version

Using CGAL, code the above algorithm. Be careful that you need to have two types of points in the $\text{Del}(V \cup S)$. The user of your program should have to click the input points and ask for the computation.

1.2 Incremental version

Propose an incremental version. When a new point is added the crust must be updated (without recomputing everything from scratch).

1.3 Dynamic version

Propose a dynamic version. The user should be able to add a new point or to remove an existing point (without recomputing everything from scratch).
2  Software project: experiments on Poisson Delaunay triangulation

Generate a random point set according to Poisson point distribution of density 1 and extract several parameters from its Delaunay triangulation.

Make several trial (compute average value and standard deviation). Look at how the results depend from the density.

2.1  Extremal values

In a window $[0, \sqrt{\pi}]^2$ compute the highest degree of a vertex, the smallest distance between two points, the longest Delaunay edge.

2.2  Origin neighborhood

Compute the distance between the origin and its closest neighbor, its second closest neighbor,..., 20th closest neighbor. Compute the sum of the lengths of the edges of all triangles in conflict with the origin and the perimeter of the union of these triangles. Propose a way to generate points in a lazy manner to improve running times.
3 Software project: Moving points

Let $S$ be a set of points in the plane. The usual way to compute the Delaunay triangulation is to “spatial sort” the points (i.e. put them in an order the preserve locality, still being random enough for randomized complexity) and to incrementally insert the points, starting the point location using the previously inserted point as hint.

The nearest neighbor of the point would be a better hint but we usually don’t know this point. If the point set moves (slowly) we may compute the new triangulation inserting the points in the same order using as hint the new position of the nearest neighbor (at insertion time) of the previous position of the currently inserted point. This idea is presented in [1].

3.1 Using CGAL, code the above algorithm. The user should be able to enter input sites either by clicking or by choosing an option “random point set”. Then the motion should start. Running times must be printed (adding a pause between two consecutive steps will help the user better visualize the progress made).

It should be necessary to restart from scratch from time to time when points have moved too much.

Several possibility can be used for the motion:
- Brownian motion (random at each time step)
- Jumping balls (random direction and reflect on the boundary)
- Lloyd (see below)

3.2 Lloyd motion

Let $S$ be a given set of sites in a 2D square. Lloyd’s algorithm works iteratively as follows: at each step,

1. Compute the Voronoi diagram of $S$.

2. Move each site $p \in S$ to the center of mass of its Voronoi cell. (When the cell of $p$ is not contained in the square, move $p$ to the center of mass of its Voronoi cell clipped by the square.)

3. Update $S$ to the set of moved sites and restart at 1.

Implement this algorithm using the 2D Delaunay triangulation package of CGAL.
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